**[Algorithm Gym Segment Trees](http://codeforces.com/blog/entry/15890)**

**Classic Segment Tree**

Classic, is the way I call it. This type of segment tree, is the most simple and common type. In this kind of segment trees, for each node, we should keep some simple elements, like integers or boolians or etc.

This kind of problems don't have update queries on intervals.

Example 1 (Online): Problem [380C - Sereja and Brackets](http://codeforces.com/contest/380/problem/C) :

For each node (for example *x*), we keep three integers : 1.t[x] = Answer for it's interval. 2. o[x] = The number of $($s after deleting the brackets who belong to the correct bracket sequence in this interval whit length t[x]. 3. c[x] = The number of $)$s after deleting the brackets who belong to the correct bracket sequence in this interval whit length t[x].

Lemma : For merging to nodes 2*x* and 2*x* + 1 (children of node 2*x* + 1) all we need to do is this :

*tmp = min(o[2 \* x], c[2 \* x + 1])*

*t[x] = t[2 \* x] + t[2 \* x + 1] + tmp*

*o[x] = o[2 \* x] + o[2 \* x + 1] - tmp*

*c[x] = c[2 \* x] + c[2 \* x + 1] - tmp*

So, as you know, first of all we need a *build* function which would be this : (as above) (C++ and [*l*, *r*) is inclusive-outclusive )

*void build(int id = 1,int l = 0,int r = n){*

*if(r - l < 2){*

*if(s[l] == '(')*

*o[id] = 1;*

*else*

*c[id] = 1;*

*return ;*

*}*

*int mid = (l+r)/2;*

*build(2 \* id,l,mid);*

*build(2 \* id + 1,mid,r);*

*int tmp = min(o[2 \* id],c[2 \* id + 1]);*

*t[id] = t[2 \* id] + t[2 \* id + 1] + tmp;*

*o[id] = o[2 \* id] + o[2 \* id + 1] - tmp;*

*c[id] = c[2 \* id] + c[2 \* id + 1] - tmp;*

*}*

For queries, return value of the function should be 3 values : *t*, *o*, *c* which is the values I said above for the intersection of the node's interval and the query's interval (we consider query's interval is [*x*, *y*) ), so in C++ code, return value is a pair<int,pair<int,int> >(pair<t, pair<o,c> >) :

*typedef pair<int,int>pii;*

*typedef pair<int,pii> node;*

*node segment(int x,int y,int id = 1,int l = 0,int r = n){*

*if(l >= y || x >= r)*

*return node(0,pii(0,0));*

*if(x <= l && r <= y)*

*return node(t[id],pii(o[id],c[id]));*

*int mid = (l+r)/2;*

*node a = segment(x,y,2 \* id,l,mid), b = segment(x,y,2 \* id + 1,mid,r);*

*int T, temp, O, C;*

*temp = min(a.y.x , b.y.y);*

*T = a.x + b.x + temp;*

*O = a.y.x + b.y.x - temp;*

*C = a.y.y + b.y.y - temp;*

*return node(T,pii(O,C));*

*}*

Example 2 (Offline): Problem [KQUERY](http://www.spoj.com/problems/KQUERY/)
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First of all, read all the queries and save them somewhere, then sort them in increasing order of *k* and also the array *a* in increasing order (compute the permutation  *p*1, *p*2, ..., *pn* where *ap*1 ≤ *ap*2 ≤ ... ≤ *apn* )

At first we'll set all array *b* to 1 and we will set all of them to 0 one by one. Consider after sorting the queries in increasing order of their *k*, we have a permutation *w*1, *w*2, ..., *wq* (of 1, 2, ..., *q*) where*kw*1 ≤ *kw*2 ≤ *kw*2 ≤ ... ≤ *kwq* (we keep the answer to the *i* - *th* query in *ansi* .

Pseudo code : (all 0-based)

*po = 0*

*for j = 0 to q-1*

*while po < n and a[p[po]] <= k[w[j]]*

*b[p[po]] = 0, po = po + 1*

So, build function would be like this (*s*[*x*] is the sum of *b* in the interval of node *x*) :

*void build(int id = 1,int l = 0,int r = n){*

*if(r - l < 2){*

*s[id] = 1;*

*return ;*

*}*

*int mid = (l+r)/2;*

*build(2 \* id, l, mid);*

*build(2 \* id + 1, mid, r);*

*s[id] = s[2 \* id] + s[2 \* id + 1];*

*}*

et An update function for when we want to st b[p[po]] = 0 to update the segment tree:

*void update(int p,int id = 1,int l = 0,int r = n){*

*if(r - l < 2){*

*s[id] = 0;*

*return ;*

*}*

*int mid = (l+r)/2;*

*if(p < mid)*

*update(p, 2 \* id, l, mid);*

*else*

*update(p, 2 \* id + 1, mid, r);*

*s[id] = s[2 \* id] + s[2 \* id + 1];*

*}*

Finally, a function for sum of an interval

*int sum(int x,int y,int id = 1,int l = 0,int r = n){* // [x, y)

*if(x >= r or l >= y)*

*return 0;* // [x, y) intersection [l,r) = empty

*if(x <= l && r <= y)* // [l,r) is a subset of [x,y)

*return s[id];*

*int mid = (l + r)/2;*

*return sum(x, y, id \* 2, l, mid) +*

*sum(x, y, id\*2+1, mid, r) ;*

*}*

So, in main function instead of that pseudo code, we will use this :

*build();*

*int po = 0;*

*for(int y = 0;y < q;++ y){*

*int x = w[y];*

*while(po < n && a[p[po]] <= k[x])*

*update(p[po ++]);*

*ans[x] = sum(i[x], j[x] + 1); // the interval [i[x], j[x] + 1)*

*}*

**Lazy Propagation**

I told you enough about lazy propagation in the last lecture. In this lecture, I want to solve ans example .

Example : Problem [POSTERS](http://www.spoj.com/problems/POSTERS/).

We don't need all elements in the interval [1, 107]. The only thing we need is the set *s*1, *s*2, ..., *sk* where for each *i*, *si* is at least *l* or *r* in one of the queries. We can use interval 1, 2, ..., *k* instead of that (each query is running in this interval, in code, we use 0-based, I mean [0, *k*) ). For the *i* - *th*query, we will paint all the interval [*l*, *r*] whit color *i* (1-based). For each interval, if all it's interval is from the same color, I will keep that color for it and update the nodes using lazy propagation. So,we will have a value *lazy* for each node and there is no any build function (if *lazy*[*i*] ≠ 0 then all the interval of node *i* is from the same color (color *lazy*[*i*]) and we haven't yet shifted the updates to its children. Every member of *lazy* is 0 at first).

A function for shifting the updates to a node, to its children using lazy propagation :

*void shift(int id){*

*if(lazy[id])*

*lazy[2 \* is] = lazy[2 \* id + 1] = lazy[id];*

*lazy[id] = 0;*

*}*

Update (paint) function (for queries) :

//painting the interval [x,y) whith color "color"

*void upd(int x,int y,int color, int id = 0,int l = 0,int r = n){*

*if(x >= r or l >= y)*

*return ;*

*if(x <= l && r <= y){*

*lazy[id] = color;*

*return ;*

*}*

*int mid = (l+r)/2;*

*shift(id);*

*upd(x, y, color, 2 \* id, l, mid);*

*upd(x, y, color, 2\*id+1, mid, r);*

*}*

So, for each query you should call *upd*(*x*, *y* + 1, *i*) (*i* is the query's 1-base index) where *sx* = *l* and *sy* = *r* . At last, for counting the number of different colors (posters), we run the code below (it's obvious that it's correct) :

*set <int> se;*

*void cnt(int id = 1,int l = 0,int r = n){*

*if(lazy[id]){*

*se.insert(lazy[id]);*

//there is no need to see the children,because all the interval is from the same color

*return ;*

*}*

*if(r - l < 2)*

*return ;*

*int mid = (l+r)/2;*

*cnt(2 \* id, l, mid);*

*cnt(2\*id+1, mid, r);*

*}*

And answer will be se.size() .

**Segment tree with vectors**

In this type of segment tree, for each node we have a vector (we may also have some other variables beside this) .

Example : Online approach for problem [KQUERYO](http://www.spoj.com/problems/KQUERYO/) (I added this problem as the online version of KQUERY):

It will be nice if for each node, with interval [*l*, *r*) such that *i* ≤ *l* ≤ *r* ≤ *j* + 1 and this interval is maximal (it's parent's interval is not in the interval [*i*, *j* + 1) ), we can count the answer.

For that propose, we can keep all elements of *al*, *al*+ 1, ..., *ar* in increasing order and use binary search for counting. So, memory will be*O*(*n*.*log*(*n*)) (each element is in *O*(*log*(*n*)) nodes ). We keep this sorted elements in verctor *v*[*i*] for *i* - *th* node. Also, we don't need to run sort on all node's vectors, for node *i*, we can merge *v*[2 \* *i*] and *v*[2 \* *id* + 1] (like merge sort) .

So, build function is like below :

*void build(int id = 1,int l = 0,int r = n){*

*if(r - l < 2){*

*v[id].push\_back(a[l]);*

*return ;*

*}*

*int mid = (l+r)/2;*

*build(2 \* id, l, mid);*

*build(2\*id+1, mid, r);*

*merge(v[2 \* id].begin(), v[2 \* id].end(), v[2 \* id + 1].begin(), v[2 \* id + 1].end(), back\_inserter(v[id]));*

// read more about back\_inserter in http://www.cplusplus.com/reference/iterator/back\_inserter/

*}*

And function for solving queries :

// solve the query (x,y-1,k)

*int cnt(int x,int y,int k,int id = 1,int l = 0,int r = n){*

*if(x >= r or l >= y)*

*return 0;*

*if(x <= l && r <= n)*

*return v[id].size() - (upper\_bound(v[id].begin(), v[id].end(), k) - v[id].begin());*

*int mid = (l+r)/2;*

*return cnt(x, y, k, 2 \* id, l, mid) +*

*cnt(x, y, k, 2\*id+1, mid, r) ;*

*}*

Another example : [Component Tree](http://codeforces.com/gym/100513/problem/C)

Segment tree with sets

In this type of segment tree, for each node we have a set or multiset or hash\_map ([here](http://codeforces.com/blog/entry/15869)) or unorderd\_map or etc (we may also have some other variables beside this) .

Consider this problem :

We have *n* vectors, *a*1, *a*2, ..., *an* and all of them are initially empty. We should perform *m* queries on this vectors of two types :

1. *A* *p* *k* Add number *k*at the end of *ap*
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For answer query *C* *x* *y* *k*, we will print the sum of all *sx*.*count*(*k*) where if the interval of node *x* is [*l*, *r*), *x* ≤ *l* ≤ *r* ≤ *y* + 1 and its maximal (its parent doesn't fulfill this condition) .

We have no build function (because vectors are initially empty). But we need an add function :

*void add(int p,int k,int id = 1,int l = 0,int r = n){* // perform query A p k

*s[id].insert(k);*

*if(r - l < 2) return ;*

*int mid = (l+r)/2;*

*if(p < mid)*

*add(p, k, id \* 2, l, mid);*

*else*

*add(p, k, id\*2+1, mid, r);*

*}*

And the function for the second query is :

*int ask(int x,int y,int k,int id = 1,int l = 0,int r = n){* // Answer query C x y-1 k

*if(x >= r or l >= y) return 0;*

*if(x <= l && r <= y)*

*return s[id].count(k);*

*int mid = (l+r)/2;*

*return ask(x, y, k, 2 \* id, l, mid) +*

*ask(x, y, k, 2\*id+1, mid, r) ;*

*}*

**Segment tree with other data structures in each node**

From now, all the other types of segments, are like the types above.

**2*D* Segment trees**

In this type of segment tree, for each node we have another segment tree (we may also have some other variables beside this) .

**Segment trees with tries**

In this type of segment tree, for each node we have a trie (we may also have some other variables beside this) .

**Segment trees with DSU**

In this type of segment tree, for each node we have a disjoint set (we may also have some other variables beside this) .

Example : Problem [76A - Gift](http://codeforces.com/contest/76/problem/A), you can read my source code ([8613428](http://codeforces.com/contest/76/submission/8613428)) with this type of segment trees .

**Segment trees with Fenwick**

In this type of segment tree, for each node we have a Fenwick (we may also have some other variables beside this) . Example :

Consider this problem :

We have *n* vectors, *a*1, *a*2, ..., *an* and all of them are initially empty. We should perform *m* queries on this vectors of two types :

1. *A* *p* *k* Add number *k*at the end of *ap*
2. *C* *l* *r* *k* print the number ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIMAAAAVCAYAAABlol04AAAGy0lEQVR42u2aZ2yWVRTHn/YtfTtltQVspdIyyipLaaVQoEJRwMpQRLQFXAlDJA6IAxUZWjTgqDNqlUYIOACNOKPGKEtBcUZMjF+M8YP6wfhVPUd+T7ne3PvStzTltXCSf5r3GXee8z//c58GQdtaT8F8wUJBtWCJYIYgKTht/wu7T9AkaBBsFGyKAX3mOcELgi2C5wVltJOEA0wWvC24WFAnWCtIOb3MzcEyTtApAcZSJBhlB+p6wV+CFwVjBeUxoBOZI6gXHBT8LXhCEKHRfoIqwXZBliBb0OW0D/xr3QU3CAacJKbUPrsajpghuJo9bbZugq2CXwRT4mg8T3Cz4CO8LLRlsM2paLrRwx3XI0bKPFlWAmNXGNfyBesEve0HvxJ8RnS31JIF1wgu47emg2cEl5yCjqAR1yhY47g3ghScdRLH1xtm6mldnydYicM2m3rtb+iHM+LopDNaIQINbRD0PUX1wAHBXEfA3CWoTdBxF6AB+9lUtlrwp2A5k4iHIcK/2e2UEzMFvTyaJMyPZwrSHRHcw3E9yRK6nUiFqQbr5bHpZhSlMpZJgi9IE+nGGuSixwbFmEs67aYbY2kr0z3JYT0CTwprQD8Etn54VfCz4PwE9eR0WOw6wUWkqApjAXswsToqmpVGHlfRNJV7qyxH0jaX0k4n9JO2c7tgoGAm7S2BbtN4r4xyWhn1c8ZVQ1/h/Z0etk3i/nL6nw2DtJW2UEedSHv3UCC4TOfzVODJb0cEewSFCeYIaVDuerw9GRG7WRBFEGl1cwW/1WYJduDolYIxgv6CvYaTaLuvwIxh2aULWMwGa3992LwS1mawseC60S+hCzItZphLOR51zGcSrDGU30ME3wruaKPqoRJnSEYoPuxhHXXCd3wN6WL+gbdkJYgj6CSuEnxIngupezmHXBmM9zGrjld6/o6ouIDNqqUKyjPE1UHuB5TRygajCYxKo71SHKTUuKbp6BPBpY5xXy941BZopLj3YJLQ+tB2tSO1lcWgel8arcExo5T7qz3PqlN+7GtIX35A8DuelQimuXc/Hu7SK7rZP3DoZZrW0T+SSjJhge1EexglF+IMhUY6iVAmv8V7oYWOlGNcmyD4ktLStts4sLNNq7DvLeGm4zjkYORujLcojvVKMQK5AGed5nl2LP16bQFlYk47bngXhJSLUjVaf3JETWgrKI97OPLhN0RdwOIfYgPNDdthiMVwMZuojsxrjQ66vQWnyfLk4wZLkEdoZ7fVp6bAlx0nlKGOaa2wnIyz9/HcryL1OU2j6WnB2a3s/DzB5XFWJEnQ2m5PhE2C7ks9olIPul63qgTN5W+yoRFDQ+w3UoRuxjbB3bw7zCgV95NPQysmwqopqYfiIPp+vdHnSGPuVzo0QxSNstHSQ7twzEy0W+i8upbnnECQ3YqzRz33VRi/67rRF68tP4HOR8d5mhnaSBYp13O6t4dnTBtI5TMfZzCjs45IM51aF/YNw2n0/cNQ6ACcLkAnHEYwmgc0H+AIY9iwHMRo6DQTrVO+8WxylqOcW2M9d4S5DCSac6mYVBM9aDFDGQ581nHWNIq4vTPGM4uCo9+Z/mM6sYc8QiiWRawoTW+lE82HgiOeHLiIUnEwUTkdNulKXq1HvQ9iDmsdJ6r6ewvUOAwNsB1xOstY3MVsYoZFt5thvhlEs95/lvfHMqaoJS53OsZRzgaPgInrGFct5XI+zlAEsy223lfh+SvaI5bpfD5Fj/jOIe6320/De5YF8X1l7M7CRKDW2XhsKIL6EyljHKhgMVLx+k2uww9LVQ+HdSpY4BTrNLSSTRsVoxIqoo1yHCkf6jcFWolB1WaUjaPvzsb1fKPPNEeg1AfHjuzNtFjCOEpZgwLaKbZS02s8azpmNixSc5z9mWKJY5cwbzJK5eZvDBvoJB5GWAr1hh0PIdJGG7VuLbnThZnBsa+bu3ivo1kV+iDaincXwNZDDT1jslyVY0/M08z1MI6v75kI1xRTnDV4crXPCqlb9xmenEuEbQvi+74REFU727l6aS+Lkt4mtOLdak5Bayw2SkP45Tt01z60SyknyuM9bSsr3mselWskvk95VE10+zCd3PK44Ovg6P8zNBo5PpkIWEyJl8kCXAvzuDCH51QkPcJhTGYHdAg92LoxsD4Xt8CSWcsM63oBFUaSgy2eZA9WWAdmtoPOs88e1DMOoNT3tgAHqNMPUXpNswToVphmGhPoTe4d7sAIcqFqgVUcLU/toOwQ6qcpQdv8p1OsM4dshGMsIT8A9kixK4h8VG+86GUdmkRRxQstEdQSO1dwE0o9Oei4lpog80u1HeoffHEcxp+5NQYAAAAASUVORK5CYII=) for each *j* ≤ *k* where *count*(*ai*, *k*) is the number of occurrences of *k* in *ai* .

For this problem, we use a segment tree where each node has a vector, node *i* with interval [*l*, *r*) has a set *v*[*i*] that contains each number *k* if and only if ![](data:image/png;base64,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) (memory would be *O*(*q*.*log*(*n*)) ) (in increasing order).

First of all, we will read all queries, store them and for each query of type *A*, we will insert *k* in *v* for all nodes that contain *p* (and after all of them, we sort these vectors using merge sort and run unique function to delete repeated elements) .

Then, for each node *i*, we build a vector *fen*[*i*] with size |*s*[*i*]| (initially 0).

Insert function :

*void insert(int p,int k,int id = 1,int l = 0,int r = n){* //perform query A p k

*if(r - l < 2){*

*v[id].push\_back(k);*

*return ;*

*}*

*int mid = (l+r)/2;*

*if(p < mid)*

*insert(p, k, id \* 2, l, mid);*

*else*

*insert(p, k, id\*2+1, mid, r);*

*}*

Sort function (after reading all queries) :

*void SORT(int id = 1,int l = 0,int r = n){*

*if(r - l < 2)*

*return ;*

*int mid = (l+r)/2;*

*SORT(2 \* id, l, mid);*

*SORT(2\*id+1, mid, r);*

*merge(v[2 \* id].begin(), v[2 \* id].end(), v[2 \* id + 1].begin(), v[2 \* id + 1].end(), back\_inserter(v[id]));*

*v[id].resize(unique(v[id].begin(), v[id].end()) - v[id].begin());*

*fen[id] = vector<int> (v[id].size() + 1, 0);*

*}*

Then for all queries of type *A*, for each node *x* containing *p* we will run :

*for(int i = a + 1;i < fen[x].size(); i += i & -i)*

*fen[x][i] ++;*

Where *v*[*x*][*a*] = *k* . Code :

*void upd(int p,int k, int id = 1,int l = 0,int r = n){*

*int a = lower\_bound(v[id].begin(), v[id].end(), k) - v[id].begin();*

*for(int i = a + 1; i < fen[id].size(); i += i & -i )*

*fen[id][i] ++ ;*

*if(r - l < 2) return;*

*int mid = (l+r)/2;*

*if(p < mid)*

*upd(p, k, 2 \* id, l, mid);*

*else*

*upd(p, k, 2\*id+1, mid, r);*

*}*

And now we can easily compute the answer for queries of type *C* :

*int ask(int x,int y,int k,int id = 1,int l = 0,int r = n){// Answer query C x y-1 k*

*if(x >= r or l >= y) return 0;*

*if(x <= l && r <= y){*

*int a = lower\_bound(v[id].begin(), v[id].end(), k) - v[id].begin();*

*int ans = 0;*

*for(int i = a + 1; i > 0; i -= i & -i)*

*ans += fen[id][i];*

*return ans;*

*}*

*int mid = (l+r)/2;*

*return ask(x, y, k, 2 \* id, l, mid) +*

*ask(x, y, k, 2\*id+1, mid, r) ;*

*}*

**Segment tree on a rooted tree**

As you know, segment tree is for problems with array. So, obviously we should convert the rooted tree into an array. You know DFS algorithm and starting time (the time when we go into a vertex, starting from 1). So, if *sv* is starting time of *v*, element number *sv* (in the segment tree) belongs to the vertex number *v* and if *fv* = *max*(*su*) + 1 where *u* is in subtree of *v*, the interval [*sv*, *fv*) shows the interval of subtree of *v* (in the segment tree) .

Example : Problem [396C - On Changing Tree](http://codeforces.com/contest/396/problem/C)

Consider *hv* height if vertex *v* (distance from root).

For each query of first of type, if *u* is in subtree of *v*, its value increasing by *x* + (*hu* - *hv*) ×  - *k* = *x* + *k*(*hv* - *hu*) = *x* + *k* × *hv* - *k* × *hu*. So for each *u*, if *s* is the set of all queries of first type which *u* is in the subtree of their *v*, answer to query 2 *u* is ![](data:image/png;base64,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), so we should calculate two values ![](data:image/png;base64,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) and ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAAUCAYAAADY6P5TAAADHklEQVR42s2Xa4hMYRjHz8zujDPDrmGFxZKZbdfd2iXsqmVY2rDWrXaSNsn6gHU3dkUruZQvIh+UVnIrxWoV2XywKbknSvkm+UDxkS8K/2f6n3o77ZzLGKfz1q85Zzrv5Xmf5/0/z6tpmvYE/AGvwG3QY8F98BZ8Z5/foE3ztgVBCRgPxoCAXYe14CvoBePAYAuKwFiwEJwAn8AdEPXQQFnHNtAHToFCuw7ywQHwAxx00kFpc2ngbA8NFI8NBw+5bkdtKLgJvoHlLiesA61OQiWPrRy8BovcdKoE78AbUOGiX4jfF3hoYDN4BkrddmyiF6+AYs2fTSLlOLjGzRXRSTCSyuw6ixe6wE+w12OvOG0RcA/spoH1oAGcBt1AtxughMLxhR391ip5/uqp5nMojOKQdpNIZtWFmeADeA7iPjNwDXgPNlG9A4oWqBG3GGy1GkgG+Ajm+8zAk+AFf/eASVm+qwZJq2R6DGxxmReNFmWu+h9J/gFDUZ6PgLtgGMUmqqS9YqvE306x0XNcyGqwj5OqbRCIcUGxHDZvMtNYLd/XgZdMFwkWHlLCrWellRhIgmVx58GIf9hpMWCU8h4GS8B+IsbvMH3jpLWAp2Ck8t5HzzXSoKVgKrgFaswDzAMXXSb6AtanQT5PYfyHlIjYALZTsIrIEJOHZROm0QtlWRSwjUfH6FfKSEtRVUOMDBGiS+YaeSLzyAKXuzoDbOak1Sz1uvksbbqSs6ySdwsrlCqerdgA3xkbY86LoxUFlXkucFPjakid4SRuakoZ4LKiVnX0Qo8SBRtZxDcwfAySihBEOE4HVbuZ/+XSxNgbnE9uShkh6eAu2x36IHe2guEid8h+bpARrqK85xhyAaabLi7aQM75CsVLhfS8lIiPeR0K5migeHAZx8/UqjvBZ8rtdRvkxvGI+fEXL72HTTJ+lYut4RmQ310WkSHKmubZE0NXMprC+cotKYZQJzjkgE5+n6YalitjSe47y1BP0qNhntFWhk+EUaPTSzrLrFVgFj1e69NCP+OlOAVGNwlBirnpKEM2TYM1hmoVvTghn3fLv9sQgq+xyddQAAAAAElFTkSuQmCC), we can answer the queries. So, we for each query, we can store values in all members of its subtree ( [*sv*, *fv*) ).

So for each node of segment tree, we will have two variables ![](data:image/png;base64,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) and ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEsAAAATCAYAAADYk/BwAAADUElEQVR42uWYS0hUYRTH74zp+J4xNcxEy5xiZtFjQpTCstCCHlpk2IPIIKMSkbCCiGijUlREDwh6QZuoQKJwUS1ahNCDMsoJqkWLoEVRLYq21f8M/4mPy/XOfQzcYg78mLnfnfnm+853zv+cuZpm3YpAJagC2Zo3Ng28AL/AKLgN7kyA3HsA3oIf4Df4DlpN5veBEH9nKvA7WaR8aT0YBjdAqUfOks30gJ/gNCgBhTxIPTIeBDPAGnAJfAMnOI+R5YKd4C44AwJOF5rDBV73MLI0OuEK+MIDtGqy5g5wi5EzkQUZlYNuFpkHRkC/5r3NBGMgDqI2v9sJVprcl/R7DNa6WWAd9WKJ9m+YbPgzuEmdsWoSORGT+808iLpUaRYG9TytXN198fQTirzYZDAXVHvkrCxwiOK9n9fpsH5mUAGvK8A8Zd+JFOsGG0GMp9ahqwaSw9e4qNmgjWI7rE5kIMjZFMoci9ipQCXUoE9geRocNYl7HOD1AhaHw/ydhLWySiSFW4TzsnJdQG/vBbPAKpAPtoKrJtVRxLgPnAInLTDE6LZjcupvwCNWPjdWyexpp6OW8aAP0h8J62VP0sj8j/DDql69ZCS1gGKl1BalSBURzOkWqTZIfyu2hT3UBSV9nJjo8Wuwie8DSrD8nVcc8xx85GuvrscQT79nr9KTSvw8MEnfs2xAwy7mkcx5x7m6eNCG2lLDsnoOfNB1ugPsr6aAPeC+EvJmPVeAJ9ROjUvFalDuYJNy6seou36XenWUaxjknkPqPofoRVXs5UMbdHqV7K+kUo6DpdStxSYLzGOh2A12WaCbf6fsblJ08YibjlunV2IrwCtGqjivSQafKo7RqB0ShrWKXo3ROWLzwTM2hlFl3CtbB86DMpfzNLOPDCut0kNq8iLQIIObWR4bmTKSZguVSVqYdhW8DtGZnVxomYeOqmeVitjsz/INxncwo5IFRmTmIit/Gyt7InRrKfJRtgHqH81Sjvt1YzGH+pIuq2HBsRvZcxgceqtituhTM8au/7+1YvaFXSZPEIysnD1fg5YhlkVBP2Dx6YePhaZJedZVmAmO8rFhFCHeB7aB7SaI/h4H98BXPjTsy5SoClLQ4yzr4xaIE3k/yj//juwPCQqdTlo90KoAAAAASUVORK5CYII=) (we don't need lazy propagation, because we only update maximal nodes).

Source code of update function :

*void update(int x,int k,int v,int id = 1,int l = 0,int r = n){*

*if(s[v] >= r or l >= f[v]) return ;*

*if(s[v] <= l && r <= f[v]){*

*hkx[id] = (hkx[id] + x) % mod;*

*int a = (1LL \* h[v] \* k) % mod;*

*hkx[id] = (hkx[id] + a) % mod;*

*sk[id] = (sk[id] + k) % mod;*

*return ;*

*}*

*int mid = (l+r)/2;*

*update(x, k, v, 2 \* id, l, mid);*

*update(x, k, v, 2\*id+1, mid, r);*

*}*

Function for 2nd type query :

*int ask(int v,int id = 1,int l = 0,int r = n){*

*int a = (1LL \* h[v] \* sk[id]) % mod;*

*int ans = (hkx[id] + mod - a) % mod;*

*if (r - l < 2) return ans;*

*int mid = (l+r)/2;*

*if (s[v] < mid)*

*return (ans + ask(v, 2 \* id, l, mid)) % mod;*

*return (ans + ask(v, 2\*id+1, mid, r)) % mod;*

*}*

**Persistent Segment Trees**

In the last lecture, I talked about this type of segment trees, now I just want to solve an important example.

Example : Problem [MKTHNUM](http://www.spoj.com/problems/MKTHNUM/)

First approach : *O*((*n* + *m*).*log*2(*n*))

I won't discuss this approach, it's using binary search an will get TLE.

Second approach : *O*((*n* + *m*).*log*(*n*))

This approach is really important and pretty and too useful :

Sort elements of *a* to compute permutation *p*1, *p*2, ..., *pn* such that *ap*1 ≤ *ap*2 ≤ ... ≤ *apn* and *q*1, *q*2, ..., *qn* where, for each *i*, *pqi* = *i*.

We have an array *b*1, *b*2, ..., *bn* (initially 0) and a persistent segment tree on it.

Then *n* step,for each *i*, starting from 1, we perform *bqi* = 1 .

Lest *sum*(*l*, *r*, *k*) be *bl* + *bl*+ 1 + ... + *br* after *k* - *th* update (if *k* = 0, it equals to 0)

As I said in the last lecture, we have an array *root* and the root of the empty segment tree, *ir* . So for each query *Q*(*x*, *y*, *k*), we need to find the first *i* such that *sum*(1, *i*, *r*) - *sum*(1, *i*, *l* - 1) > *k* - 1 and answer will be *api*. (I'll explain how in the source code) :

Build function (*s* is the sum of the node's interval):

*void build(int id = ir,int l = 0,int r = n){*

*s[id] = 0;*

*if(r - l < 2)*

*return ;*

*int mid = (l+r)/2;*

*L[id] = NEXT\_FREE\_INDEX ++;*

*R[id] = NEXT\_FREE\_INDEX ++;*

*build(L[id], l, mid);*

*build(R[id], mid, r);*

*s[id] = s[L[id]] + s[R[id]];*

*}*

Update function :

*int upd(int p, int v,int id,int l = 0,int r = n){*

*int ID = NEXT\_FREE\_INDEX ++;* // index of the node in new version of segment tree

*s[ID] = s[id] + 1;*

*if(r - l < 2)*

*return ID;*

*int mid = (l+r)/2;*

*L[ID] = L[id], R[ID] = R[id];* // in case of not updating the interval of left child or right child

*if(p < mid)*

*L[ID] = upd(p, v, L[ID], l, mid);*

*else*

*R[ID] = upd(p, v, R[ID], mid, r);*

*return ID;*

*}*

Ask function (it returns *i*, so you should print *api* :

*int ask(int id, int ID, int k, int l = 0,int r = n){*

// id is the index of the node after l-1-th update (or ir) and ID will be its index after r-th update

*if(r - l < 2) return l;*

*int mid = (l+r)/2;*

*if(s[L[ID]] - s[L[id]] >= k)* // answer is in the left child's interval

*return ask(L[id], L[ID], k, l, mid);*

*else*

*return ask(R[id], R[ID], k - (s[L[ID]] - s[L[id]] ), mid, r);*

// there are already s[L[ID]] - s[L[id]] 1s in the left child's interval

*}*

As you can see, this problem is too tricky.